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Abstract. Context: Over the years, software systems experienced a growing
popularization. With it, the energy they consume witnessed an exponential
growth, surpassing the one of the entire aviation sector. Energy efficiency
tactics can be used to optimize software energy consumption.
Objectives: In this work, we aim at understanding the state of the art of energy
efficient tactics, in terms of activities in the field, tactic properties, tactic
evaluation rigor, and potential for industrial adoption.
Method: We leverage a systematic literature review based on a search query
and two rounds of bi-directional snowballing. We identify 142 primary studies,
reporting on 163 tactics, which we extract and analyze via a mix of qualitative
and quantitative research methods.
Results: The research interest in the topic peaked in 2015 and then steadily
declined. Tactics on source code static optimizations and application level
dynamic monitoring are the most frequently studied. Industry involvement is
limited. This potentially creates a vicious cycle in which practitioners cannot
apply tactics due to low industrial relevance, and academic researchers struggle
to increase the industrial relevance of their findings.
Conclusions: Despite the energy consumed by software is a growing concern,
the future of energy efficiency tactics research does not look bright. From
our results emerges a call for action, the need for academic researchers and
industrial practitioners to join forces for creating real impact.
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1 Introduction
The energy consumption of software systems is an ever-increasing concern. Information

and Communication Technology (ICT) consumes a staggering amount of electricity, esti-
mated to produce between 2.1% and 3.9% of global greenhouse gas (GHG) emissions an-
nually [7]. Data centers alone are estimated to produce 3% of the GHG, rivaling aviation
at 2.5%, and having doubled in portion of global energy supply over the past 10 years [17].

Although hardware is the direct consumer of energy, software drives its energy con-
sumption. As defined in a work by Jelschen et al. [14], which focuses on reengineering soft-
ware to optimize its energy efficiency, at the highest level of abstraction of a computer sys-
tem we find application software. Application software is the level of software that most
software engineers address, namely the software developed for the end-users.Software
engineers, now more than ever, must be aware of the energy consumption of the software
they create, as the societal impact of their decisions can no longer be neglected.
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A prime example of how application software drives energy consumption is google.com,
Google’s flagship search engine. Based on the latest figures officially released by Google,
a search request on google.com consumes approximately 0,3 Wh.3 Although this might
seem like a negligible amount of energy, the search engine serves around 45,41 billion
requests per month4, i.e., it consumes in total a staggering amount of 13,62 GWh
per month. With this amount of energy, one could power 44.173 European homes
per month5. Increasing the energy consumption of a search engine request by 0,1 Wh,
would equate to driving the total monthly energy consumption up to 18,16 GWh per
month, a 4,54 GWh increase. At such a massive scale, a seemingly negligible energy
consumption increase at the application software level has the potential to increase
the total energy consumption of a software application exponentially.

Despite the concerning global trends of software energy consumption, the literature
on the topic is divided [27]. Software focusing on mobile and embedded devices received
most attention [21], while application software received only a fraction of it [3,27].

To worsen the situation, misleading biases and preconceptions often mentioned in the
academic literature can confound readers. For example, a frequent yet wrongful assump-
tion present in the literature is that software execution time and energy consumption
are directly proportional, i.e., that reducing execution time will reduce energy consump-
tion [28]. This fact has been disproved multiple times in the recent literature [4,19,20].
Similarly, moving to the cloud or using green resources are often mentioned as holistic
strategies to address software sustainability, while in reality such strategies do not
provide any guarantee on the environmental sustainability of software applications [33].

By considering the state of practice, the outlook is also not promising. Most developers
are not aware (yet) of the energy consumption of their software [26]. Developers that
are aware of energy efficiency do not fully understand the energy consumption of
their software, and lack concrete optimization examples and off-the-shelf solutions to
address it [25,33]. Developers who offer help on software energy optimization in popular
knowledge bases tend to provide misinformed advice [30].

The goal of this paper is to identify existing energy efficiency application software tac-
tics in the literature, in order to study the activity of the field, the characteristics of tactics,
and their applicability in industrial settings. To achieve this goal, we use as methodol-
ogy a systematic literature review [16] focusing on application software energy efficiency
tactics. Via a mix of automated search and snowballing, we identify 142 primary studies
(9 of which are extended versions). The primary studies are then analyzed by considering
a classification framework comprising 9 parameters, such as execution environment,
tactic type, abstraction level, and software development lifecycle (SDLC) stage.
The main contributions of this paper are:

– A rigorous review of the current tactics for application software energy optimization;
– A data-driven framework to classify application software energy optimization tactics;
– An assessment of the industrial relevance of energy efficiency software tactics.

The audience of this paper are (i) researchers interested in understanding the
current state of the art of tactics for software energy efficiency and (ii) practitioners
who consider applying tactics to improve energy efficiency of their software applications.

3https://googleblog.blogspot.com/2009/01/powering-google-search.html
4https://www.statista.com/statistics/1201880/most-visited-websites-worldwide
5https://www.odyssee-mure.eu/publications/efficiency-by-sector/households/

electricity-consumption-dwelling.html

https://googleblog.blogspot.com/2009/01/powering-google-search.html
https://www.statista.com/statistics/1201880/most-visited-websites-worldwide
https://www.odyssee-mure.eu/publications/efficiency-by-sector/households/electricity-consumption-dwelling.html
https://www.odyssee-mure.eu/publications/efficiency-by-sector/households/electricity-consumption-dwelling.html
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2 Related Work

While the literature includes several studies presenting reviews of software energy
efficiency tactics, to the best of our knowledge, none of these studies specifically targets
the level of application software. In addition, in none of the related literature the
platforms, software development stage, and abstraction level of tactics is taken into
account. Further considerations on the related work are reported below.

Frequently energy efficient software research considers embedded systems [14]. Such
line of research focuses on low-level software and hardware optimizations, e.g., dynamic
voltage and frequency scaling, low energy power modes, hardware architecture techniques,
and utilization of unconventional cores, e.g., field-programmable gate array circuits [22].
One area closely related to application software is mobile computing, which has

received plenty of attention in the academic body of literature. Zaman and Almusalli [36]
provide a review of multiple energy efficiency tactics for smartphones at different system
levels. However, the tactics they propose are mostly targeted towards tuning hardware
components, low-level software, and operating systems to make them more energy effi-
cient, without considering the application software domain. Naik and Chavan [24] focus
on increasing the energy efficiency of smartphone hardware components e.g., camera, and
GPS. Similarly, Hans et al. [11] also present energy efficiency tactics for mobile applica-
tions. In both papers, the presented tactics focus exclusively on mobile applications, and
are not applicable to devices that lack mobile specific hardware, e.g., movement sensors.

The closest researches on reviewing energy efficiency application software tactics are
the ones of Georgiou et al. [9] and Paradis et al. [27]. Georgiou et al. [9] present a review
on techniques and tools to improve software energy efficiency. The authors describe
different techniques and tools applicable at each development stage, and study the
empirical evaluations conducted. In contrast to our work, the one of Georgiou et al. [9]
(i) does not consider software abstraction levels, and (ii) does not consider the industrial
relevance of tactics. Ignoring the abstraction level makes it harder for developers working
at a specific level to select tactics. Presenting the existing empirical evaluations instead
supports developers in understanding the efficacy and industrial applicability of tactics.

Paradis et al. [27] present the systematic literature review most closely related to our
work. The authors perform a review of energy efficiency tactics, outlining strategies, and
identifying potential issues for future work. There are two main differences w.r.t. this
work. Firstly, similarly to the work of Georgiou et al. [9], Paradis et al. categorize tactics
based solely on their definition. In this work, we classify tactics based on the context in
which they can be applied, e.g., abstraction level, target platform and SDLC. Secondly,
the work of Paradis et al. differs in terms of number of primary studies considered.
Paradis et al. review 39 primary papers, while this work is more encompassing, drawing
results from 142 primary studies. In addition, Georgiu et al. do not report the individual
tactic categorization, but rather a high level overview of each tactic type. Finally, the
authors focus mostly on the verification stage of the SDLC, and do not conduct an
systematic evaluation of the industrial relevance of tactics.

3 Definitions

3.1 System and Software Levels

In order to illustrate with care the tactics we target in this study, following we provide
a brief overview of the system and software levels presented by Jelschen et al. [14]. Each
level presents different opportunities to optimize the energy efficiency of software systems:



4 Balanza-Martinez et al.

Hardware: Optimizations at this level focus on improving the hardware of computer
systems to increase their energy efficiency by promoting better utilization of resources.
Low-Level Software: Optimizations at this level focus on improving the machine
code transformations of source code. This is mainly done via compiler optimization.
Operating System: Optimizations at this level focus on improving the management
of energy consumption by adjusting operating system functioning and settings, e.g.,
by putting resources to sleep, or by scheduling resources.
Application Software: Optimizations at this level focus on improving the energy
efficiency of software developed for the end-users, independently of operating systems
and hardware capabilities. Such optimizations take into consideration application
information that is unavailable at lower levels.

3.2 Energy Efficiency Optimization

We refer to the energy efficiency optimization of software as green in software, where
the goal is reducing the energy consumption of software itself, and not green by software,
where the goal is to use software to deliver energy efficient systems in other domains [5].

3.3 Platforms

In this paper, we consider the platforms targeted by application software. To avoid
potential ambiguities, a definition of the different platforms, if any, considered by tactics
is provided below. The definitions are based on the classification framework emerging
from the coding process of this literature review.
Agnostic: Tactics that can be applied regardless of any platform, e.g., the most energy
efficient thread-safe data structure for the Java language.
Workstation: Tactics that can be applied on a single workstation such as a desktop
or server, e.g., measuring the energy consumption of the CPU of a single machine.
Distributed: Tactics that can be applied in a distributed setting, e.g., cloud archi-
tectural patterns that reduce the energy consumption of cloud-native applications.
Mobile: Tactics that can be applied on mobile devices, e.g., bundling sensor requests
of an application to increase the energy consumption of the device.

3.4 Abstraction Levels

In this paper, we consider different abstraction levels of application software. This
abstraction levels are defined by Buschmann et al. [1] as follows:
Architectural Level: The highest abstraction level. This level is concerned with
overarching software components, layers, and their relation to the given context. Decisions
at the architectural level express fundamental structural organization of software systems.
Design Level: Decisions at the design level are smaller in scope to those at the
architectural level, but are at a higher level than programming language-specific idioms.
The application of a design level decision has no effect on the fundamental structure of
a software system, but may have a strong influence on the architecture of a subsystem.
Example are the “Gang of Four” design patterns [8].
Code Level: The lowest abstraction level. This level is concerned with implementation
details at the source code granularity and describes how to implement particular aspects
of components (and the relationships between them) with the features of programming
languages. An example of this level of granularity are the refactoring techniques proposed
in Martin Fowler’s book, Refactoring [6].

3.5 Software Development Life Cycle

In this paper we categorize tactics based on the Software Development Life Cycle
stages as defined by ISO-24748 [12], namely:
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Requirements: Stage concerned with how requirements will be identified, traced,
and managed.
Design: Stage concerned with defining, modeling, and describing the software system
architecture and design.
Implementation: Stage concerned with how the various inputs into the software
development effort will be implemented.
Verification: Stage concerned with how requirements, including non-technical require-
ments such as safety and security, will be verified and validated for the software system.
Maintenance: Stage concerned with how software defects and technical problems
will be identified, recorded, and resolved.

4 Study Design
In this Section, we present the study design employed for this systematic literature

review. We begin with our Research Goal and Research Questions, followed by com-
plementary Out of Focus Questions to paint a clearer picture of the targeted focus.
Next, we detail the employed Search Strategy, as well as the Data Extraction and Data
Synthesis procedures, followed by our complementary Study Replicability package.

4.1 Research Goal

This study focuses on understanding the state of the art of energy efficient tactics,
in terms of the activity of the field, the properties of tactics, the rigor of tactic eval-
uations, and their potential for industrial adoption. More specifically, by following the
Goal-Question-Metric approach [2], our goal can be formalized as follows:

Analyze tactics for software energy efficiency
For the purpose of classification and analysis
With respect to publication trends, properties, and potential for industrial adoption
From the viewpoint of software engineering researchers and practitioners

4.2 Research Questions.

The main research question we address is:
RQ: What is the state of the art of tactics for software energy efficiency?
We refine the main research question in two research sub-questions:
RQ1: What are the characteristics of tactics for software energy efficiency?
RQ2: Are tactics for software energy efficiency ready to be applied in industry?

With respect toRQ1, as detailed in Section 2, characterizations of tactics for software
energy efficiency targeted to several domains such as cloud architectures, embedded
systems, hardware, low-level software already exist. Hence, in this study, we explicitly
focus on tactics for software energy efficiency targeting application software, i.e., tactics
that can be deployed independently of the underlying hardware or operating system.

With respect to RQ2, we are interested in the potential applicability of tactics in an
industrial setting. For a tactic to be applicable in practice, we need more than just empir-
ical evaluations performed by researchers in a controlled environment; we need empirical
evidence in real world settings to fully understand the prospective effects of each tactic.

4.3 Search Strategy

This study follows the literature search strategy shown in Fig. 1. The selected search
strategy allows us to better control the characteristics and number of the potential
primary papers at each stage. A description of each stage is presented below. The
search strategy was executed by one researcher, while two other supervised the process
and revised the results.
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Fig. 1: Search Strategy (P: Primary Studies, S: Secondary studies, E: Extended)

Initial Search.For this investigation, we perform an initial automated search by
leveraging the Google Scholar digital library. We opt to use Google Scholar based
on multiple factors, namely (i) it has a vast aggregate of literature compiled across
several publishers, e.g., IEEE, ACM, Elsevier, Springer; (ii) systematic literature review
guidelines suggest to use such digital library to conduct an initial automated search
followed by a snowballing process [35]; (iii) it produces a higher yield of possible primary
studies as opposed to other digital libraries, e.g., IEEE Xplore, ACM Digital Library,
Scopus; and (iv) query results can be automatically extracted.
The initial search is conducted by executing on Google Scholar the search query

presented in Listing 1.1. The end date is set to the date the query is executed, namely
March 2022. The start date is left unbounded, to mitigate potential threats to validity.

Listing 1.1: Google Scholar Search Query

1 TITLE: ("( power OR energy) (efficient OR efficiency OR consumption ))" OR
environmental OR green)

2 AND TITLE: (tactics OR strategies OR techniques OR tools OR patterns)
3 AND (" software ( architecture OR development OR engineering )")

The query targets the keywords “power” or “energy” and “ efficient”, “efficiency”,
or “consumption” in the title of the papers to identify studies focusing on energy
efficiency. “Environmental” and “green” keywords are used to identify papers presenting
energy efficiency tactics. The second query line targets the title keywords “tactics”,
“strategies”, “techniques”, “tools”, and “patterns” to identify papers presenting software
tactics. The design decision of utilizing such broad range of synonyms for the keyword
“tactics” stems from the multitude of definitions present in academic literature regarding
architectural tactics, and from the literature’s lack of a standardized characterization of
architectural tactics [23]. Lastly we include the keywords “software” and “architecture”,
“development” or “engineering”, searched throughout the full-text of the papers, to
identify papers focusing on software engineering. We refrained to filter papers by using
the keyword “application software”, in order not to exclude papers that targeted
application level software under a more specific definition, like mobile application
software or cloud computing. Instead, we assessed this criterion manually, by leveraging
a specific inclusion criterion (I3, see Section 4.3).

The papers identified via the initial search could be in the form of primary studies,
systematic literature reviews, systematic mapping studies, or loosely structured literature
reviews. The purpose of including secondary studies in the automated query is to be as
encompassing as possible, in order to lay a solid and comprehensive foundation for the
subsequent snowballing process. While utilized for the snowballing, secondary studies
are not considered for the data extraction, as further documented in Section 4.3.
Impurity Removal.After the 388 potential primary studies are obtained via the
automated query, an impurity removal procedure is performed to filter out entries which
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are not scientific peer-reviewed papers, e.g., standards, patents, and master/doctoral
theses. This procedure concludes with the identification of 298 papers.
Application of Selection Criteria.After the impurities are removed from the initial
search results, we filter the remaining possible papers through a set of rigorous and
a priori defined inclusion and exclusion criteria. A paper is included if it satisfied all
of our inclusion criteria and none of the exclusion criteria. Several exclusion rounds
are performed by first reading titles, then abstracts and conclusions, and finally a full
reading of the paper, following and incremental reading depth [15]. Our inclusion (I)
and exclusion (E) criteria are defined as follows:

I1- Studies focusing on the energy efficiency optimization. This criterion is used to
include only studies focusing on the optimization of software energy efficiency.

I2- Studies presenting software tactics. This criterion is utilized to include only studies
focusing on software tactics.

E1- Studies not focused on the perspective of a software engineer or software engineering
researcher. This exclusion criteria ensures that tactics found are independently
applicable by software engineers, without depending on external actors, e.g., cloud
providers or hardware manufacturers.

E2- Studies in the form of editorials, tutorial, short papers, and posters as they do not
provide enough details for a thorough analysis.

E3- Studies that have not been published in English language, as their analysis is unfea-
sible in a timely manner without a translator specializing in software engineering.

E4- Studies that have not been peer reviewed, e.g., pre-prints, technical reports, or
gray literature, to ensure high quality of the considered papers.

E5- Duplicate or extensions of already included papers. When an extension of a paper
is found, both papers are considered for the demographic analysis, but only the
most mature version of the work is considered for data extraction.

E6- Papers that are not accessible, as, other than title and authors, we can not analyze
the content of the paper.

After the application of the inclusion and exclusion criteria, we identify 81 papers
which satisfy all inclusion criteria. However, we find that many papers target specific
hardware and operating system, e.g., embedded systems and wireless sensor networks.
Therefore, we introduce a third inclusion criterion to further narrow down the selected
papers exclusively to the application software level:

I3- Studies focused on application software, as defined by Jelschen et al. [14]. This inclu-
sion criterion is utilized to select exclusively studies focusing on software developed
for end-users, and is hence is applicable by a large number of software engineers.

Once this third criterion is applied, the number of primary studies resulting from
the initial search amounts to 25.
Snowballing.To mitigate potential biases due to the search query used, and expand the
primary study set, a recursive bidirectional snowballing procedure is adopted, till theoret-
ical saturation is reached [35]. In total, two rounds of backward- and forward-snowballing
are executed. The snowballing terminates with the inclusion of 133 additional studies.
Use of Secondary Studies for Snowballing.In this work, we design our automated
query and selection criteria to include as many papers reporting secondary studies on tac-
tics for software energy efficiency as possible. As discussed in Section 2, these literature
reviews present a different focus w.r.t. this work. Nevertheless, given that these reviews fo-



8 Balanza-Martinez et al.

cus on related subject matters, the reviews could accidentally capture primary studies con-
taining tactics to be included in this review. This presents an opportunity to expand the
search via a snowballing procedure. The secondary studies are exclusively used to enhance
the snowballing process. In total, 15 secondary studies are identified. The complete list of
secondary studies is documented in the replication package of this work (see Section 4.6).

4.4 Data Extraction

The purpose of the data extraction procedure is to create a classification framework for
application software tactics, and to study the different facets of the tactics by following our
classification framework. The classification framework takes into account properties and
industrial relevance of the tactics, following the research questions proposed in Section 4.2.

Characteristics of Tactics for Software Energy Efficiency.Tactic characteristics
can be separated into two groups: publication trends, and tactic properties. Publication
trends help us visualize the state of the art in application software energy efficient
research, and tactic properties helps us categorize each tactic based on specific criteria.
Publication Trends To identify the publication trends of tactics we evaluate three
attributes, namely publication year, publication venue, and publication type.
Tactic propertiesTo categorize types of tactics we employ a keywording process [29].
The keywording process consists of two steps, namely (i) collecting keywords from the
full-text of primary studies via open coding, and combining keywords via constant
comparison [10] to identify the context and nature of each tactic, and (ii) clustering
of keywords into categories via axial coding to build a classification framework. The
result of this process is a classification framework and the categorization of each tactic.
The parameters of the classification framework resulting from the keyroding are:

Tactic Category, Execution Environment, Abstraction Level, Platform, and Software
Development Stage. As one paper might present more than one tactic, the total number
of tactics presented might be higher than the number of primary studies. Similarly, as a
tactic can be mapped to more than one value of the classification framework parameters
(e.g.,, a tactic might be mapped to more than one development stage), the total tactics per
parameter might be higher than the number of tactics identified in the primary studies.

Potential for Industrial Adoption.To evaluate the potential for industrial adoption
of each software tactic, we analyze the empirical evaluation of each primary study by
applying the well-defined classification model introduced by Ivarsson et al. [13]. To
objectively evaluate the rigor, the quality of the description of context, study design and
execution, and validity of each study is analyzed. To evaluate industrial relevance, the
description of the industrial context, subjects, application scale, and research method
are considered, as further detailed in Section 6.

Use of Extended Papers.To limit potential conclusion bias, we do not consider for data
extraction papers for which an extended version was found (see also Section 4.3). This
process leads to the exclusion of 9 extended papers, resulting in a final set of 134 primary
studies considered for the data extraction process. Note that, while not used for data
extraction, extended papers are considered to study publication trends (see Section 5.1).

4.5 Data Synthesis

For our data synthesis procedure, we collate and summarize the data extracted to
understand the current state of tactics for software energy efficiency [16]. In particular
we use a combination of a descriptive synthesis (a descriptive analysis of the results)
and content analysis (a categorization of results based on common characteristics).
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4.6 Study Replicability

To ensure the replicability and scrutiny of this study, all raw and processed data
resulting from each of the research phases is made available online.6 In addition, we have
included a reference table in the supplementary material of selected papers exemplifying
each of the tactic groups discussed in Section 5.2.

5 Results RQ1: Characteristics of Tactics for Software Energy
Efficiency

In this section, we present the results corresponding to the characteristics of tactics
for software energy efficiency, in terms of Publication Trends and Tactic Properties.

5.1 Publication Trends

Publication Year.An overview of the publication trends is presented in Fig. 2, where
we can observe the rapid growth of publications from 2009, with a peak in 2015, and a
steady decline in subsequent years. Caution needs to be used when interpreting the low
number of publications in 2022, as the search query used for this study was executed
in the beginning of such year, and hence the results might not be representative of
the actual research output in 2022.

The publication years of the primary studies range from 2004 to March 2022. The
earliest paper found was published in 2004. This paper focuses on the potential energy
savings of offloading mobile computations to a cloud server compared to executing those
computations locally. It is worth noticing that this paper considers mobile applications in
the Android ecosystem, but does not directly mention application software, highlighting
the dominance and maturity mobile computing has witnessed in application software
energy efficiency research.
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Fig. 2: Publication Trends

Publication Types.From Fig. 2 we can
observe that the majority of the stud-
ies are published in conferences (91/142),
while a substantial minority in journals
(40/142), and only a handful in workshops
(11/142).

Publication Venues.The publication
venues where two or more primary studies
were published are listed in Table 1. The
venues with the most publications are
the International Conference on Software
Engineering (ICSE, 9 papers), followed
by International Workshop on Green and
Sustainable Software (GREENS, 5 pa-

pers). From the collected data a high variety of publication venues is observed, with
only a small minority of venues presenting more than one publication on tactics for
software energy efficiency (22/100).

5.2 Tactic Properties

In this section we present the properties the tactics for software energy efficiency
identified in our review.

6https://github.com/ee-application-software/SEIS-2023-ee-application-tactics-rep-
pkg

https://github.com/ee-application-software/SEIS-2023-ee-application-tactics-rep-pkg
https://github.com/ee-application-software/SEIS-2023-ee-application-tactics-rep-pkg
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Venue Venue # of
studies

IEEE/ACM International Conference on Software Engineering (ICSE) C 9
International Workshop on Green and Sustainable Software (GREENS) W 5
International Green and Sustainable Computing Conference (IGSC) C 4
Information and Software Technology J 4
IEEE Int. Conf. on Software Analysis, Evolution, and Reengineering (SANER) C 3
IEEE Int. Conf. on Software Maintenance and Evolution (ICSME) C 3
IT Professional J 3
Journal of Systems and Software (JSS) J 3
ACM International Conference on Object Oriented Programming Systems
Languages & Applications (OOPSLA)

C 3

ACM SIGPLAN Conference on Programming Language Design and
Implementation (PLDI)

C 3

Other various 102

Table 1: Most popular venues (publications ≥3). W= Workshop, C= Conference, J= Journal

In total 163 tactics are identified from the primary studies. Out of the 134 studies
considered (i.e., by excluding the 9 extended papers for the data extraction), 24
proposed more than one tactic.
Execution Environment.The first parameter of tactics for software energy efficiency
found through the keywording process is the execution environment. The execution
environment of a tactic can be categorized as either dynamic, if the tactic needs to be
run during the execution of software applications, or static, if the tactic needs to be
executed during the development of software applications (i.e., outside of its runtime
environment).
Tactic Goal.The second parameter found during the keywording process is the tactic
goal. The tactic goal can be either monitoring, if the tactic allows developers to
estimate the energy impact of their software, or optimization, if the tactic consists of
changing software characteristics (code, configurations, development environments) to
improve energy efficiency.
Execution Environments and Tactic Goals.Supported by the parameters defined
above (Sections 5.2 and 5.2) we classify tactics into four different groups, namely
dynamic monitoring, dynamic optimization, static monitoring, and static optimization.
An overview of the distribution of tactics among such groups is depicted in Fig 3, and
is further characterized below.
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Fig. 3: Tactic Execution Environments and
Goals

Static Optimization Static optimization
focuses on improving energy efficiency of
software outside runtime execution. This
category represents the majority of tac-
tics (85/163). Most tactics focus on the
code level (43/85), followed by the ar-
chitectural (26/85), and the design one
(24/85). At the code level, tactics focus
on data-structure implementation, and/or
low granularity code optimizations (e.g.,
control flow changes). At the architec-
tural level, static optimization focuses
on improving high level design decisions,
e.g., using of the most energy efficient
programming language, software libraries,

and development environments. At the design level, tactics focus on modifying existing
design patterns, or selecting the most appropriate concurrency constructs. Regarding the
software development stages, the majority tactics are performed during the implementa-
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tion stage (37/85), followed by the maintenance stage (26/85), the design stage (23/85),
the requirements stage (6/85), and the verification stage (1/85). Tactics at the design
and implementation stages include novel programming practices, such as the use of
genetic algorithms, search based optimizations, and evolutionary computing. Tactics at
the requirement stage propose to add energy efficiency as quality attribute, and suggest
how to balance it with other functional and quality attributes. Tactics at the verification
stage propose improving testing techniques to make them more energy efficient.
Dynamic OptimizationThis group of tactics focuses on optimizing the energy efficiency
of software at runtime. This group contains a smaller fraction of tactics (25/163)
if compared to the static optimizations (85/163). Regarding the abstraction level
of dynamic optimizations, the majority of tactics are employed at the architectural
level (13/25), followed by the code level (11/25), and the design one (1/25). Tactics
at the architectural level focus on dynamically choosing runtime environments for
software components. Tactics at the code level self-adapt software components, e.g.,
data structures, to increase energy efficiency based on runtime measurements. Tactics at
the design level allow developers to change design elements during execution depending
on runtime information, such, e.g., input size. Regarding software development stages,
these tactics only appear at the design stage (14/25) or implementation stage (12/25).
Dynamic MonitoringThis group of tactics focuses on monitoring application software at
runtime to estimate its energy consumption. It is the largest group of monitoring tactics
(42/163). Tactics in this group most commonly measure entire applications (25/42),
followed by code sections (14/42), and design elements (3/42). Across development
stages, since dynamic measuring is performed by measuring the energy consumption of
application software at runtime, all instances occur at the verification stage (42/42).
Static MonitoringThis group of tactics focuses on measuring the energy consumption
of application software outside of its runtime via static analysis and/or energy models.
Only a handful of tactics are proposed to monitor applications based on static source
code analysis (11/163). Analyses of this group can use information previously collected
at runtime, e.g., the runtime data upon which an energy model is built. Nevertheless,
these tactics are exclusively executed during development stage, e.g., by showing
developers the energy consumption of lines of code via IDE extensions using an energy
model. Regarding the considered abstraction level, static monitoring tactics mostly
consider the code level (7/11), followed by the architectural (3/11) and the design
one (1/11). Regarding the software development stages, most tactics are used at the
verification stage (9/11), while only few at the design stage (2/11).
Abstraction Level.Regarding the abstraction level considered by the tactics identified
in our review, an overview of their distribution is depicted in Fig 4. As can be observed
in the figure, most tactics consider the code level (76/163), followed by the architectural
(67/163), and the design one (29/163).
Software Development Stage.An overview of the software development stages of the
tactics is depicted in Fig 5. Most tactics result to be employed at the verification stage
(51/163), followed by the implementation (50/163), design (39/163), and maintenance
stage (26/163). Energy efficient tactics to be used during the requirements stage appear
to be only marginally explored (6/163).7

Platform.An overview of the platforms considered by the tactics is depicted in
Fig. 6. Most tactics result to be either platform agnostic (68/163), or targeting mobile

7The sum of tactics across development stages is higher than 163, as some tactics are mapped to
more than one development stage.
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computing (67/163). Only a smaller number of tactics regard cloud environments
(17/163) and single workstations (11/163).

Main findings RQ1: Energy Efficiency Tactic Characteristics

� Starting from 2004, publications on energy efficiency tactics reached a peak of popularity
in 2015, and then steadily declined.

� Static optimization tactics are most frequent, followed by dynamic monitoring tactics.

� The majority of tactics considers either the source code or architectural level, and only a
smaller portion the design level.

�Most tactics can be used during the verification or implementation stage. Fewer tactics
during the design or maintenance stage.

�Most tactics are platform agnostic or target mobile computing. Much fewer exist for
cloud and workstation environments.

6 Results RQ2: Potential for industrial adoption
In this section we document the potential for industrial adoption of the tactics

identified in this review.
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Fig. 6: Tactic Targeted Platforms

Industrial Involvement.To evaluate
the industrial involvement in tactics for
software energy efficiency, we leverage
three categories: academic (if all the
authors are affiliated to academia), in-
dustrial (if all authors are affiliated to
industry), and mixed (if co-authors are
from both academia and industry).
Primary studies produced exclusively

by academic authors are the vast ma-
jority (119/134), while only a handful of
papers have both academic and industrial
authors (12/134), and few exclusively in-
dustrial authors (3/134).

Rigor and Industrial Relevance.To assess the readiness for industrial adoption of
the software tactics, we analyze the evaluation of each primary study based on rigor
and industrial relevance as defined by Ivarsson et al. [13] (see also Section 4.4).

Rigor [13] is defined as the precision of the research approach and its documentation.
It is measured via three parameters, namely: (i) context, i.e., how well the context is
presented, and if its description is sufficient to make objective comparisons with other
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contexts, (ii) study design, i.e., the products, resources and processes used in the
evaluation, and (iii) validity, i.e., any limitations or threats to the validity of the
evaluation and the measures taken to limit them. The three parameters are measured
with the values “weak”, “medium”, and “strong”. We also include the “no experiment”
value to categorize the studies not including any evaluation.

Industrial relevance [13] is defined as the realism of the environment in which the
results are obtained and the research method used to produce results. It is measured
by utilizing four parameters: (i) subjects, i.e., the subjects used in the evaluation,
(ii) context, i.e., the context in which results are obtained, (iii) scale i.e., the type
of application used in the evaluation, and (iv) research method, i.e., the research
method used, e.g., laboratory experiments or case studies.The four parameters are
measured with two values, “contributing” and “non-contributing”, each representing
whether the characteristic under scrutiny contributes to industrial relevance or not. To
limit conclusion bias, we introduce a “no experiment” value to categorize papers that
do not perform any type of evaluation.
Rigor.An overview of the primary study rigor is depicted in Fig. 8. Out of all primary
studies, only a small portion does not report any type of tactic evaluation (7/134).
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Fig. 8: Rigor

Regarding the context, most studies accurately describe the context (83/134). A
smaller portion reports context with insufficient details to allow any comparison with
other contexts (40/134), while only few papers do not describe the context at all (4/134).

Regarding the study design, primary studies present a medium or strong study design.
The majority describe the study design to an extent to which the reader can compare
the results to other studies (61/134), or mention the steps taken, but do not allow the
reader to understand the measurements / statistical analysis performed (61/134). Only
few studies do not mention the study design at all (5/134).

Regarding validity, studies result to be either a hit or miss. The majority does not
discuss any threat to validity (66/134), while a similar number thoroughly describes them
(50/134). Few papers mention threats without properly documenting them (11/134).
Industrial Relevance.Fig. 7 paints a different picture when considering the industrial
relevance of primary studies. Regarding subjects, the vast majority of studies presents
evaluations where the researchers are the subjects applying the tactics (122/134). Only
few papers present instead evaluations where the subjects applying the tactics are
industrial practitioners (5/134). Regarding context, the vast majority of papers presents
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evaluations performed in laboratory settings or controlled environments (122/134). Only
few studies consider a real-world industrial setting (5/134).

The industrial relevance category showcasing the highest number of “contributing”
studies is scale. Most papers present evaluations on real world applications (76/134), while
only a smaller portion utilizes ad hoc made software, mock ups, or benchmarks (50/134).
Finally, regarding the research method used, most primary studies use laboratory

experiments and theoretical mathematical analyses (119/134), while only a much smaller
fraction conducts evaluations using a research method that facilitate the investigation
of real situations such as case studies and field studies (8/134).

Main findings RQ2: Potential for industrial adoption.

�The field showcases a very limited industry involvement.

�The rigor used to evaluate tactics is usually sound. Most studies document with care their
context and study design, albeit threats to validity of evaluations are often not discussed.

� Industrial relevance of tactics is scarce. Most tactics are developed and applied by
academic researchers; they consider in vitro contexts, and use controlled experiments.
Adequate scale of evaluations is mostly driven by the use of open source projects.

7 Discussion
The results collected via this systematic literature review provide a clear picture of

the tactics for software energy efficiency landscape.
The topic began to become attractive in 2009 and, after reaching a peak of popularity in
2015, experienced a loss of interest (see Section 5.1). Multiple conjectures can be made
on this trend, but the culmination of software energy efficiency tactics cannot be one of
them. To date the topic still displays vast improvement possibilities, and is characterized
by only marginally-explored areas (e.g., tactics for cloud and edge environments [32]). An
explanation could be the increasing complexity and fragmentation software applications
experienced during the years, making tactics harder to be designed and evaluated.
Another explanation could be the lack of a consolidated research foundation driving
the topic. This conjecture might be further corroborated by the scattered publication
venues (see Section 5.1), potentially indicating a missing unified research effort.

Regarding tactic properties (see Section 5.2), the high occurrence of static optimization
and dynamic monitoring tactics might be due to the relative ease of developing such
tactics, if compared to dynamic optimization and static monitoring ones. The trend
towards focusing on low-hanging fruits is further supported by the most common
abstraction levels used. By considering static optimizations, the vast majority focuses
on code optimizations, i.e., regard isolated adjustments which do not regard other
software components or dependencies. Similarly, most dynamic monitoring tactics focus
on monitoring entire applications, i.e., do not require additional analyses to identify
which software elements, or sections of code, are more energy greedy.

From the development stages of tactics (see Section 5.2) we can observe how their
distribution is driven by the most recurrent tactic types. The high number of tactics utiliz-
able during the implementation stage is primarily driven by dynamic monitoring tactics.
Similarly, static optimizations mostly contribute to the implementation stage tactics.

From the distribution of tactics across platforms (see Section 5.2), most tactics are
either platform agnostic or mobile-centric. This trend can be attributed to the emphasis
on energy efficiency in mobile contexts. With the adoption of open source operating
systems, e.g., Android, and mobile hardware advancements, mobile platforms are
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becoming evermore similar to workstations. Therefore, the majority of tactics are either
platform agnostic (i.e., can be applied across platforms), or consider mobile software.
The low number of cloud tactics could be driven by the relatively recent consolidation
of such platform, for which we expect a growing number of tactics in the future.

From the results of RQ2 emerges that, while the rigor of tactic evaluation is high, a
prominent lack of industrial involvement is present. The topic remains primarily an
academic interest, with industrial parties displaying little investment. Such trend is
reflected in tactic evaluation, which, due to the low representativeness of their subjects,
contexts, and research methods, possess little industrial relevance. This creates a vicious
cycle, in which academic efforts are hindered by the lack of industrial involvement,
and industry cannot adopt academic solutions due to the low representativeness of the
solutions. In order to break such vicious cycle, as suggested in recent literature [33], policy
makers need to steer the way via regulations to make software sustainability a primary
concern of industry. As a first possible step toward engaging practitioners, recently an
open-source and open-access archive of tactics was made available online [18].

8 Threats to Validity
Despite our best efforts, the presented results might have been influenced by threats to

validity. Following the threat classification of Runeson et al. [31], we discuss four aspects.
Construct validity. Our results could be influenced by the search query and digital

library used. As mitigation strategy, we used a bi-directional exhaustive snowballing.
To mitigate threats related to the literature selection and data extraction processes, we
adopted consolidated guidelines for literature reviews [16] and snowballing [35], and used
a systematic evaluation process to judge rigor and industrial relevance of tactics [13].
Internal validity. The identification of primary studies, the data extraction, and

keywording processes might have been influenced by subjective interpretations, and
hence prone to biases. Such threat might be remarked by the fact that the first author of
this study was primarily responsible for such processes. To mitigate related threats, all
steps were supervised by two other researchers, and any doubt or impediment was jointly
discussed. In addition, all intermediate and final data was scrutinized and reviewed by
all three researchers. Finally, the scientific quality of the primary studies could have
influenced the results of the study. As done in similar work [34], rather than conducting
a manual, and potentially subjective, quality assessment, we opted to include only
primary studies published in venues employing peer-review processes. Therefore, we do
not deem the quality of the primary studies to have noticeably influenced the results.
External validity. A common threat to external validity of SLRs is the represen-

tativeness of the identified literature. To mitigate related threats, our search query
was purposely designed as encompassing as possible, leaving the identification of rel-
evant studies up to a higher effort required for the manually scrutiny. Augmented
via bi-directional snowballing, our final dataset comprised 142 primary studies, and
acknowledged the presence of 15 secondary studies. While not claiming to be complete,
we conjecture that the identified literature is representative of the current state of the art.

Reliability. To promote reliability, all intermediate and final data of our the literature
selection, data extraction, and data analysis is made available online (see Section 4.6).

9 Conclusion
In this paper, we aim at characterizing the state of the art of tactics for software

energy efficiency. To achieve our goal, we conducted a rigorous systematic literature
review, leading to the identification of 142 primary studies and a total of 163 tactics.
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Despite the energy consumed by software systems is a growing concern, the state of
the research area, as studied through the lens of the literature, is not bright. The topic
reached considerable popularity in 2015, but steadily declined afterwards. Potentially
driven by analysis ease, most tactics focus on static optimization or dynamic monitoring,
and consider either the energy consumed by entire applications or lines of code. Industry
involvement is scarce, as reflected by the low industrial relevance of tactics. Tactics
result to be, to date, mostly an academic concern, which is not transportable to practice.
From the results emerges a call for action to academic researchers and industrial

practitioners to join forces and study how software sustainability can be improved
– needed now more than ever before. Only by joining forces, by firmly bridging the
current gap between academic research and industrial adoption, and by merging the
current academic fragmentation, can the sustainability of software really be addressed.
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